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Abstract of thesis presented to the Senate of Universiti Putra Malaysia in fulfillment 

of the requirement for the degree of Master of Information Security 

OPERATING SYSTEM KERNEL MALWARE CHARACTERIZATION 

USING DATA-CENTRIC APPROACH 

By 

HARMI ARMIRA BINTI MOHAMAD HAR 

JANUARY 2018 

 

Supervisor: Dr. Mohd Yunus Sharum 

Faculty: Faculty of Computer Science and Information Technology 

Malicious software or malware is any malicious code in software that can be used to 

compromise computer operations, gather sensitive information, gain access to private 

computer resources and do any illegitimate action on data, host or networks. In this 

modern technology, malware is rapidly evolved through various stealth techniques to 

avoid detection. Malware is able to infect and exploit resource from various system 

platforms. Those evolvements and advanced trick caused code-centric approach 

becomes less-effective. Especially when the code-centric approach is used to detect 

OS kernel malware, the approach becomes inflexible as they are good in hiding 

themselves and cover up their track. Moreover, OS kernel malware also is able to 

circumvent detection by varying the pattern of code execution. Therefore, this project 

is proposing a quite brand new approach which is data-centric approach by 

characterizing the OS kernel malware. This approach tries to detect OS rootkits 

based on trace pattern found in memory dump content. In order to implement this 

approach, a Data-Centric OS Kernel Malware Characterization framework is being 

used. This framework consists of two main components. The first component in this 

framework is a Dataset of Rootkits Characterization that will create dataset by 

identifying memory dump content that indicates the trace of rootkits. The second 
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component which is Determine the Rootkits Presence that able to detect rootkits 

based on signature created on component one. By collecting the benign and 

malicious sample, an analysis is being done to create the rootkits signature. This 

approach is able to detect and calculate the percentage of unknown samples. As for 

future enhancement, it is better to use more benign and malicious sample to be 

analyzed. This will increase the accuracy of the result and get more valid rootkits 

signature.   
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Abstrak tesis yang dikemukakan kepada Senat Universiti Putra Malaysia Sebagai 

memenuhi keperluan untuk Ijazah Sarjana Keselamatan Maklumat  

PENCIRIAN PERISIAN HASAD TERAS SISTEM PENGOPERASIAN 

MENGUNAKAN PENDEKATAN BERTERASKAN DATA 

Oleh 

HARMI ARMIRA BINTI MOHAMAD HAR 

JANUARY 2018 

 

Penyelia: Dr. Mohd Yunus Sharum 

Fakulti: Fakulti Sains Komputer dan Teknologi Maklumat 

Perisian berniat jahat ataupun dikenali sebagai “malware” adalah kod berniat jahat 

dalam perisian yang digunakan untuk mengkompromikan operasi komputer, 

mengumpulkan informasi sensitif, mendapatkan akses ke sumber komputer peribadi 

dan melakukan tindakan tidak sah pada data, tuan rumah atau rangkaian. Dalam 

teknologi moden ini, “malware” berkembang pesat melalui pelbagai teknik bagi 

mengelakkan dikesan. “Malware” boleh menjangkiti dan mengeksploitasi sumber 

dari pelbagai platform sistem. Perkembangan dan kemajuan strategi yang digunakan 

oleh “malware” menyebabkan pendekatan kod-sentrik menjadi kurang berkesan. 

Terutamanya apabila pendekatan kod-centric digunakan untuk mengesan “malware” 

yang mengjangkiti teras sistem pengoperasian. Pendekatan itu menjadi tidak 

fleksibel disebabkan kelicikan “malware” dalam menyembunyikan diri dan 

mengaburi kesan mereka. Selain itu, “malware” jenis sistem pengoperasian ini juga 

dapat mengelak dari dikesan dengan mengubah corak pelaksanaan kod. Oleh itu, 

projek ini mencadangkan pendekatan yang agak baru iaitu pendekatan data-sentrik 

dengan mencirikan “malware” jenis teras sistem pengoperasian ini. Pendekatan ini 

akan mengesan “malware” jenis teras sistem pengoperasian ini berdasarkan pola 
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jejak yang terdapat dalam kandungan memori terbuang (memory dump). Bagi 

melaksanakan pendekatan ini, kerangka Penciptaan “Malware OS Data-Centric” 

digunakan. Rangka kerja ini terdiri daripada dua komponen utama. Komponen 

pertama dalam rangka kerja ini adalah “Dataset of Rootkits Characterization” yang 

akan  menjana set data dengan mengenal pasti kandungan “memory dump” bagi 

mendedahkan kesan atau aktiviti “malware” jenis teras sistem pengoperasian . 

Komponen kedua yang menentukan kehadiran “malware” jenis teras sistem 

pengoperasian ialah berdasarkan tandatangan yang dibuat pada komponen pertama. 

Dengan mengumpul sampel yang bersih (benign) dan yang dijangkiti (infected), 

analisis akan dilakukan untuk mencipta tandatangan“malware” jenis teras sistem 

pengoperasian. Pendekatan ini dapat mengesan dan mengira peratusan sampel yang 

tidak diketahui. Bagi peningkatan masa depan, adalah lebih baik menggunakan lebih 

banyak sampel untuk dianalisis. Ini akan meningkatkan ketepatan keputusan dan 

mendapatkan tandatangan “malware” jenis teras sistem pengoperasian yang lebih 

sah. 
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CHAPTER 1 

INTRODUCTION 

1.0 Introduction 

As for the introduction, this chapter will briefly explained the research background, 

highlight the problem statement, research objective, research scope, research 

schedule and a brief description of thesis structure.  

 

1.1 Background Research 

In this background research, there is a brief description about the related field of 

study for this project. Background research is mainly to collect information to have 

understanding in-depth about the related subject. For this project, understanding 

about malware especially rootkits nature is a foundation to have the overall overview 

about this project. Besides, study about malware detection system is also important 

in order to know how malware analysis is being done. Lastly, as this project is using 

memory analysis to gather information, knowing what is memory analysis and how 

can it be used in this project is very helpful.  

 

1.1.1 Malware 

Malicious software or malware is any malicious code in software that can be 

used to compromise computer operations, gather sensitive information, gain access 

to private computer resources and do any illegitimate action on data, host or 

networks. Malware is able to infect and exploit resource from various system 
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platforms. There are various classes of malware such as virus, worms, Trojans, bots, 

backdoors, rootkits and etc. Malware is considered as dangerous as it has the ability 

to attack main security goals which are confidentiality, integrity and availability. 

 

In this modern technology, malware also rapidly evolve through various 

stealth techniques to avoid detection. By only depends on the signatures and 

anomaly-based techniques are not really reliable. Therefore, as a researcher, we need 

to focus more on finding the generalized and scalable features of malware. 

Nowadays, malware creator also works on anti-antivirus techniques to give a 

complex challenge for anti-malware researcher to detect malware. This is because 

most of anti-antivirus is aims to bypass existing antivirus system. Those are few 

example of methodologies use by malware creators to avoid anti-virus detection 

[David et al, 2012]. 

a) Code Obfuscation: Malware code try to look tangled and causing the signature-

based approach failed by includes some unnecessary jumps, replacing unused 

registers, no-op instructions and others. 

b) Encryption: Encrypted malware consists of encrypted part that able to beat 

easily signature-based approach 

c) Polymorphism & Metamorphism:  Polymorphism makes use of payload while 

metamorphism is able to change itself or do self-mutating. These two 

methodologies are powerful and difficult to be detected. 
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1.1.2 Operating System Malware (Rootkits) 

  Rootkit is one kind of malware that normally related to OS. With a term that 

made up of two words which „root‟ is commonly giving user full administrative over 

the system, while „kit‟ is set of application that carries out task or administrative 

process [Hili et al, 2010]. There is various type of rootkit available and type rootkits 

suit are depends on the specific system of the OS. Rootkits are considered as one of 

stealth malware as it is very difficult to be detected. Moreover, it is able to modify 

and manipulate OS modules once infected and is also able to cover its tracks. Some 

rootkits are able to attack kernel level which gives them complete control over the 

OS.  

  

 There are common approaches used by the attacker to distribute rootkits. One 

of them is by infect existing and legitimate web server that cause user unaware of the 

risk they confront. Another approach is where the attacker creates a common 

application or common files which appear as legitimate yet contain harmful script 

once executed. The reasons why rootkits are difficult and complex to be detected are 

the attack methods evolve along the time. Rootkits are able to alter the output of 

common system administrative command such as a list of running process and all the 

opened port [Prakash et al, 2013]. They will give an inaccurate report that indicates 

everything is clean. Even though there are several methods that helps in detecting 

rootkits, but still it may lead to false results. The main things about rootkits are they 

able to modify software application that may lead to report fake results. In addition, 

rootkits are designed to be remaining undetected, so they are expert on how to cover 

their track and hiding themselves. Among all the common method on detecting 
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rootkits, behavioral analysis is more reliable. However, it is time-consuming and 

needs specific knowledge as it needs some analyze process.  

 

 Rootkits can be divided into two types generally which are application rootkit 

and kernel rootkit. Application rootkits is a rootkit that establish at the application 

layer, while kernel rootkits is a rootkits that is able to infect deep into kernel layer. 

This project focuses more on kernel rootkits which are more powerful as they are 

difficult to be detected. Normally kernel rootkits are able to hide a process and files, 

hiding network connection, able to redirect file execution and etc. However, the 

activity or the behavior of rootkit leaves a footprint that later can be used as a pattern 

to detect their presence.        

 

1.1.3 Malware Detection System 

 

Figure 1: Malware Detection System 
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Malware detection technique needs to be periodically updated and must 

always one step further than those entire anti-antimalware products. As shown in 

Figure 1, Malware Detection System consists of three main parts which are analysis 

technique or as known as malware analysis, detection approach and deployment 

approach [Faizal et al, 2016]. Malware analysis is the important part need to be 

considered in order to achieve an effective technique and approach. Malware analysis 

is a process to perform analysis and study the components of malware‟s code and 

identify the characteristic of their behavior. Besides, as shown in Figure 2, in 

malware analysis there are three main techniques can be used which is static 

technique, dynamic technique and hybrid. The static technique is being done without 

running the malware while dynamic technique will execute malware. Hybrid is the 

combination of Static and dynamic technique [Sie, 2015].  

 

 

 

 

 

 

               Figure 2: Malware Analysis Method 
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This project will use a dynamic technique. There is two type of dynamic 

technique which is basic dynamic analysis and advanced dynamic analysis. Basic 

dynamic will use a virtual machine to do malware analysis and monitor the process 

and the behavior of malware, while the advanced dynamic will further analyze in 

depth about the malware. The second part of malware detection system is detection 

approach. Detection approach can be used are anomaly, signature or hybrid.  

 

As for deployment approach, there are host-based, network-based or hybrid 

based. This project is to implement advanced dynamic analysis as it will monitor the 

behavior of the malware and do some further analysis. The analysis in this project is 

being done towards memory dump. Further detail on the process flow and other 

important processes will be explained in Chapter 3. In addition, these projects also 

use the combination of anomaly and signature for detection approach and use host-

based for deployment. By monitor the trace of anomaly behavior of the rootkits in 

the memory dump, a signature is created in order to use as detection approach.  

 

1.1.4 Rootkit Detection based on Volatility Information in RAM 

 Memory analysis is using memory image (memory dump) to determine about 

the running program, operating system information and overall state of the computer 

[memory forensic rootkit]. A raw memory dump is a complete snapshot of memory 

that records content of system memory, data from processes that were running when 

the memory dump was collected. 
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 Normally memory dump is used as evidence in court as it consist volatile 

information [Amari, 2009]. The memory image can be used to determine information 

about running programs, operating system states and also to locate deleted or 

temporary information as long as the machine is on. This because memory dump 

consist of volatile data which be recorded when the machine is on and will be lost 

when the machine is off. There are several forensics tools that are able to acquire 

memory dump such as FTK Imager. In this project, FTK imager is used to acquire 

the memory dump from Windows 7. Moreover, there are several software and tools 

that can be used to analyze the sample of memory dump. One of them is a tool in 

Kali Linux (Volatility Framework).  

 

 As mention previously, memory dump are normally used as evidence as it may 

consist valuable information that may help in investigation. However, there is a 

plugin in Volatility Framework that can be used to trace the footprint of rootkits 

[Halleigh et al, 2014]. There are supported plugin for MS Windows, Linux and Mac 

OS memory dump. They are many of available plugins such as process memory, 

kernel memory and objects, networking, registry, malware and file system. Thus, we 

need to identify which plugin is suitable to be used and are able to show a significant 

result to trace rootkits activities and behavior. The detail on chosen plugin will be 

explained in Chapter 3. 
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1.2 Problem Statement 

Modern malware tends to become tricky and confusing the malware scanner as 

they able to combine several characteristics of the undesirable program from 

different classes [Hili et al, 2010]. Besides, they are also evolved rapidly in every 

aspect especially on advancing their attack strategies [Rhee et al, 2014]. To avoid 

detection, there is some malware that use obfuscating techniques such as reuse a 

legal code, capable to modify their structure (polymorphism) and also able to replace 

some routine of the targeted resource (stealth virus) [Ford & Howard, 2007].  Those 

evolvements and advanced trick cause code-centric approach become ineffective. 

Especially on OS environment, it is very difficult to detect malware such as rootkit as 

they able to modify and replaced OS module to cover their track [Guri & Poliak, 

2015].  

 

Code-centric becomes more unreliable to deploy on detection of OS kernel 

malware as they good in hiding themselves [Musavi & Kharrazi, 2014]. Moreover, 

not only able to trick code-centric approach, OS kernel malware also able to 

circumvent detection by varying the pattern code execution that will confuse 

behavior-based malware detectors [Sharif et al, 2008]. This shows that several 

approaches like code-centric and malware-based behavior tend to become unreliable 

with the evolvement of malware. 

 

The main problems that need to be explored are OS malware which is normally 

known as rootkits are they are expert in hiding their presence and able to subvert 
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normal operating system behavior. There are several techniques used by rootkits to 

subvert OS behavior such as hooking OS APIs and system call table (SDT), hiding in 

unused space on machine‟s hard disk and infecting the master boot record (MBR) 

[Respon & 2010]. SDT contains a data structure that is able to process system call. 

By manipulating this table, rootkits are able to insert malicious instructions. Kernel 

rootkits are not only able to add new code but also have the capability to delete and 

replace operating system code. This capability makes kernel rootkits becomes 

inevitable once infect the operating system. Therefore by only depends on code-

centric approach, it could be impossible to detect kernel rootkits. Besides, a code-

centric approach normally used specific characteristics for each rootkit. This makes it 

less flexible when it comes to unknown or new rootkits attack.  

 

1.3 Research Objective  

 The objective of this project generally is to develop a model based on a data-

centric approach that is able to detect operating system rootkits based on trace pattern 

found in the memory dump. The objectives are specifically defined as below; 

 

1.3.1   Create a standard and general signature of operating system rootkits 

based on characteristic and pattern found in the memory dump. 

As mention previously in problem statement section, there are a lot of previous 

work that proposes on OS rootkit signature based on either code-centric or data-

centric approach. However, most of researcher proposed a signature that mainly for 

specific rootkits or even for specific behavior [Lin et al, 2011][Davide et al, 



© C
OPYRIG

HT U
PM

10 

 

2010][Case & Iii, 2015][Case & Richard, 2016][Korkin & Nesterov, 2014]. This 

specific rootkits signature are vulnerable against evolve or advanced rootkits attack 

as they create a fix signature. With the evolution of rootkits structure, attack strategy 

and behavior, the fixed and specific signature becomes less flexible to detect their 

presence. Thus, to encounter this problem, the first objective is proposed.  

 

3.1.2   Able to detect operating system rootkits by using signature created.  

The second objective aims to use the created signature in first objective to detect 

rootkits with variance type. As this project proposes a standard and general signature 

of rootkits, we aim to detect rootkits presence without depends on specific rootkits 

structure, attack strategy and behavior. The general rootkits signature is proposed 

based on the characteristics and pattern found in the memory dump content. The 

characteristics and pattern are collected from various types of rootkits. This is to 

standardize the signature and is applicable towards various rootkits.    

 

1.4 Research Scope 

As for this project, there is two operating system involve which is Windows 7 

(SP0). Windows 7 is being chosen as operating system as a medium to collect 

memory dump sample. There are two types of memory dump that will be collected 

from Windows 7 which is a benign sample (clean) and malicious sample (infected).  

Besides, we are used Kali Linux is to provide analysis tool which is Volatility 

Framework. Memory Dump that is collected by using FTK Imager (forensic tool) 

will be analyzed in Volatility Framework. VMware Workstation is a virtual boxes 
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that being used to create new virtual machine where Windows 7 (SP0) and Kali 

Linux are installed. There are also existing text editor tool which is DiffMerger that 

are being used to perform static analysis on the output of memory dump.  

 

In addition, in this project there 6 selected rootkits being used. Those rootkits 

are being executed in Windows 7 (SP0).  In addition, in this project, it is must to 

know on how to implement data-centric approach in order to generate malware 

signatures based on the characteristics and pattern found in memory dump content. 

This project also covers on static data analysis where further analysis of data obtains 

in order to get a trace pattern of OS kernel malware behavior. As for the malware 

detection system, this project using advanced dynamic technique for overall malware 

analysis. This project involved further analyze against the rootkits behavior‟s pattern 

in memory dump content. This project used hybrid detection approach where an 

anomaly behavior is being monitored and analyzed to create a signature. Lastly, 

project only covers on host-based for deployment approach and not for either 

network based or hybrid based.  

 

1.5 Research Schedule 

This project is one year period which starts in January 2017 and expected to 

finish in January 2018. Generally, this project has six activities which are project 

implementation plan, knowledge gathering, experimentation design, implementation 

and development, testing and evaluation and lastly report write up. Each project 

activities have their own milestones that need to be achieved. The details for project 

activities milestones are explained in Chapter 3.  
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1.6 Thesis Structure 

The structure of this thesis consists of six chapters including Introduction, 

Literature Review, Methodology, Project Implementation, Result and Discussion and 

last chapter is Conclusion.  

 

Chapter 1 is briefly explaining the introduction of background study of the 

related subject towards this project. Besides, this chapter also consist problem 

statement, research objective, research scope, research result expectation and thesis 

structure. Research objectives are derived from problem statement and expected to 

be achieved at the end of this project. Research scope and research schedule are to 

highlight the scope of this project and to ensure this project is on the right track 

according to schedule stated.   

 

Chapter 2 is a list of literature review for this project. A literature review is a 

source of research article and journal that being used to give more understanding 

about related topic. This chapter is important as it is to ensure this project is possible 

to be done and to avoid any duplication of previous work (research gap).  Besides, 

this chapter act as knowledge resource that helps to do improvement, tips, proof of 

concept based on previous research. This is able to help to increase the success rate 

for this project.  

 

Chapter 3 is the chapter that explained methodology that being used to develop 

this project. A methodology is one of essential elements in every project as it to 
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ensure the project is properly plans and can be executed smoothly. In this chapter 

also explained the framework that being used in this project.  

 

Chapter 4 is project implementation and development. In this chapter, the 

approach used is being explained in detail. Besides, the design and the functionalities 

of the approach also are highlighted. This chapter provides overall and process flow 

chart for this project. All the detail according to the implementation of the approach 

also can be found in this chapter.  

 

Chapter 5 is a explaining the result. In this chapter, all the result and finding 

related to this project will be provided here. An evaluation of the result and the 

discussion are explained in this chapter.  

 

Chapter 6 is the chapter of conclusion for this project. Besides, there is also 

suggestion for future enhancements that can be done. This chapter also concludes the 

whole project, result and the achievement while doing this project.  
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