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Software testing is one of the most critical phases in the software development life 
cycle model (SDLC), where the quality of a software product is evaluated. Test case 
prioritization (TCP) is used to prioritize and schedule test case execution to conduct 
higher-priority test cases to optimize the software testing process. Traditionally, 
techniques rely on source code or a specification for the tested system. Therefore, 
numerous factors and techniques have been used to optimize the prioritization 
process. One of the factors is distance. String Distance aims to find the degree of 
similarity between the test cases, which helps prioritize the test case according to the 
dissimilar value. The higher the dissimilarity value, the higher the probability of 
detecting new faults. Previous research has used Jaccard Distance to measure the 
distance to prioritize test cases with the same priority value. In the meantime, the 
Manhattan Distance is used in this research as it provides a better measure of distance. 
Our aim of this research is to compare and evaluate both Jaccard and Manhattan 
Distance algorithms in terms of their effectiveness to formulate the enhancement of 
the previous multi-factor weighted Approach. The research experiment has shown the 
process of calculating the Distance matrix for the sample Java Programs and 
subsequent evaluation using the mutation testing approach and APFD calculation. The 
results of The Average Percentage of Fault Detected (APFD) of the Test case 
prioritization by the Manhattan Distance matrix have obtained a higher value, 
validating its hypothesized effectiveness. 

 
 
 
 
 
 
 
 
 
 
Keywords: 

Mutation testing; Test case 
prioritization; Distance; Software 
testing; Jester mutation tool 

 
1. Introduction 
 

Software Testing is one of the most important steps in the Software Development Life Cycle 
(SDLC). Over the years, various testing techniques and strategies have been proposed to improve the 
efficacy of defecting faults during testing processes that are limited by resources, cost, and timeliness 
[1]. One of the techniques used to address the concerns during the testing process is test case 
prioritization (TCP). Many tests case prioritization (TCP) techniques occur to prioritize test cases 
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based on the number of covered methods, previous version execution history, requirement 
dependencies, location-based testing, and the order in which test cases are executed, depending on 
their importance. 

The number of TCP approaches prioritize the execution of test cases based on their importance, 
implying that they are inadequate at discovering software flaws [6]. According to [2], the complexity, 
redundancy, frequency, permutation, fault matrix, and distance are the factors that significantly 
affect the TCP techniques' efficacy and efficiency. As a result, a weighted strategy was offered as an 
effective predictor for determining the best test case sequencing and priority based on the weightage 
of each test case calculated throughout the prioritization process [2]. Due to time constraints, only 
Jaccard Distance has been employed in the MFWA technique to prioritize the test cases that received 
the same weightage after considering all (MFWA) factors.      

Moreover, the issue of handling the same priority value was not handled efficiently in many 
studies as they are executed in the same order in which they occur, or they might be executed 
randomly, which subsequently introduces a new problem when many test cases are given the same 
priority value. This research aims to enhance the MFWA technique for test case prioritization by 
applying the Manhattan and Jaccard distance to formulate and imply the enhancement. The 
proposed algorithms are evaluated to determine their effectiveness in test case prioritization. This 
research aims to enhance the MFWA technique by comparing similar distance prioritization 
algorithms, such as Manhattan distance and Jaccard distance, to identify the best techniques for 
distance-based prioritization applications and a new Distance algorithm, which can increase software 
testing efficacy and performance by discovering defects.  

 
2. Methodology  

 
This research’s methodology framework consists of four phases:  
 

i. Literature Review 
ii. Problem Definition 

iii. Experiment and evaluation 
iv. Result Dissemination.  

 
Figure 1 illustrates the research framework. 
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Fig. 1. Research Methodology 

 
3. Experimental Setup 

 
In this experiment, several mutants were generated for the user programs. 20 mutants were 

introduced for the Circular Queue program, and 28 mutants were generated for the Bank program. 
Mutation testing, as defined, is a technique of software testing that includes altering a program's 
source code in small parts [3]. According to [18], mutation testing simulates genuine problems by 
seeding many errors into the original code through a sequence of mutation operators. Hence, each 
modified program is referred to as a mutant. Mutation testing has been used and applied by many 
researchers as it provides a high evaluation of the efficiency of the test suite for detecting faults 
[2,5,17]. This study believes a test case kills the mutant when it behaves differently in a mutant 
program from the original one. 

The Jester tool has been used to automate the mutation testing process; it is a JUnit test tester 
that modifies the program code in several ways and verifies whether the tests fail due to each 
mutation. It can also detect code executed but not tested during the tests.  

 
3.1 Subject Program  

 
This research used the same code programs and test cases as in [1] previous research MFWA. 

Using the same program and test cases would ensure a more reliable comparison of the TCP of both 
string distance measures, as both utilize the same programs and test cases. Table 1 illustrates the 
programs and their code structure.  
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Table 1   
Experiment used programs 
Subject Program Lines of Codes Number of classes Number of Methods Number of Test cases 
Circular Queue 69 1 3 32 
Bank 257 1 7 40 

 
3.2 Experimental Design  

 
The flowchart in Figure 2 illustrates the experimental design used in this study. The chart was 

developed following a comprehensive examination of the above experiments. The design of the 
experiment is represented in 2-layer architecture.  

The first layer is the Presentation layer, which marks the beginning of the experiment as it 
contains the input components, Java programs and the test suites, followed by the second 
Application layer, which processes the input components. Finally,  the output component's results 
were reviewed and saved continuously. 

The Jaccard Distance and Manhattan Distance for each method class of the programs were 
manually calculated In the Application layer. Then, mutants were generated by installing Jester 
mutation testing in the program. The techniques' effectiveness was then evaluated using the Average 
Percentage of Faults Detected (AFPD). 
 

 
Fig. 2. Experimental Design 

 
Jester provides the option to define the required mutations inside a configuration folder for 

mutation testing. The mutant generator is responsible for producing either standard or customized 



Journal of Advanced Research in Applied Sciences and Engineering Technology 
Volume 50, Issue 1 (2025) 238-249 

242 
 

mutants. The tool runs the mutants against the test suite and appropriately calculates the mutant's 
test score. Table 2 shows the mutant operators selected for the Jester tool and inserted into the 
program for evaluating mutations. 

 
Table 2 
Experiment Mutant Operators 
No. Mutation operators 
1 Change numerical constants (Mutate 0 to 1, 1 to 2) 
2 Mutate true to false and vice versa 
3 Mutate if (condition) to if (false && condition) 
4 Mutate if (condition) to if(true || condition) 
5 Mutate ++ to – and vice versa 
6 Mutate != to == and vice versa 

 
4. Related Work  
4.1 Software Testing  

 
The software development life cycle (SDLC) comprises processes for developing any software 

product through different development phases. One of these essential phases is testing, ensuring the 
software product is defects-free and ready to be released and used. Testing determines whether or 
not a specific system meets its original requirements [14]. Software testing is also performed to 
ensure the software is reliable, compatible, efficient, and resilient. Testing is costly, but ignoring this 
phase is even more costly. It is an important part of Software Quality Assurance, and many companies 
spend up to 40% to 50% of their development time and cost on product testing [8]. Software defects 
may be expensive or even fatal, as errors in software can result in monetary and human losses. As a 
result, testing is crucial to prevent software defects from occurring [10]. Testing does not ensure that 
the system being tested is error-free. It can be used to demonstrate the presence of errors but not 
to demonstrate their absence [12]. It can only detect flaws or errors that are already known. It does 
not indicate any problems that have yet to be discovered [15]. 

 
4.2 Test Case Prioritization   

 
According to [13], test case prioritization (TCP) aims to identify an ordering of test cases that 

optimizes the value of a fitness function corresponding to a certain testing objective, such as the 
number of found defects or code coverage. Increased fault detection rates may offer early feedback 
on the system under test, enabling faster debugging and enhancing the possibility that, if testing is 
halted prematurely, only the test cases with the highest fault detection capabilities were performed 
within the available testing time [5]. In this light, prioritizing test cases is a safer approach regarding 
defect discovery since it does not delete test cases but permutes them [13]. Test case prioritization 
is normally applied to differentiate the properties of each test case;  if two test cases are similar, one 
will receive a lower priority during the prioritization process [9]. In the meantime, there are different 
techniques for prioritization. They typically select test cases according to their structural coverage 
information, such as statement coverage, branch coverage, and method coverage [19]. 

 
4.3 String Distance Algorithms  

 
Different techniques have been introduced for prioritization. These techniques typically select 

test cases according to their structural coverage information, such as statement coverage, branch 
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coverage, and method coverage [19]. Distance is one of the potential factors discovered by previous 
research that can improve the effectiveness of the testing phase [7]. Several existing test case 
prioritization techniques used string distance algorithms to determine the degree of similarity 
between test cases and reorder the test cases in the test suite according to their similarity value. 
Compared to prioritization techniques, studies indicate that using distance prioritization algorithms 
provides higher efficiency in detecting faults [4,7,9]. However, there is a comparable difference 
between different string distance algorithms, as previous researchers showed. The research concern 
is analysing the efficiency and effectiveness of Jaccard Distance and Manhattan Distance Algorithms. 

The findings by [13] indicated Manhattan distances as the best choice of test case prioritization 
based on string distances for the strongest mutants. Each character in a string is compared against 
another string's character in a character-based string metric. For instance, In the Manhattan distance, 
a string of length n can be considered an n-dimensional space vector of characters, and each of those 
characters has an ASCII code (or any other numerical coding). According to [13], the higher the value 
calculation of the Manhattan distance, the greater the difference between the test cases. Therefore, 
this test case would be executed first. 

Moreover, [1] proposed using distance to provide a unique weight for each test case to solve the 
issue of finding the same priority value in the same test cases. The Jaccard Distance, also known as 
the Jaccard Similarity Coefficient, was used in place of it in the study. The Jaccard Distance has been 
used to assess the similarity and dissimilarity to measure the coverage of program entities between 
two test cases [11]. 

 
5. Result and Discussion  

 
This study compared and evaluated the efficiency of applying Manhattan and Jaccard distances 

in prioritized test cases receiving the same value or weight. Both programs were used to formulate 
the enhancement of the MFWA distance factor. Two programs were used in this experiment: the 
Circular Queue program and The Bank program. 

 
5.1 Distance Algorithms Value Calculation  

  
First,  the values of the program’s methods were calculated, referring to the complexity value of 

each method. These values were then used to calculate the test case values of both programs as the 
preparation step of obtaining distance using Manhattan and Jaccard distance algorithms. For 
instance, in this preparation step, Circular Queue methods add (), remove (), and front () were given 
values 3,2,1, respectively, add () can be considered more complex and receives the highest 
complexity value among the methods. Then, the methods were replaced or substituted on the test 
cases with their values to get the total value of the test cases. For example, test case 3 in Figure 3 will 
be after the substitution (3,3,3,2,3,3,3,1) to get the value of the test case. All the method values will 
be added up as (3+3+3+2+3+3+3+1= 21).  
 

 
Fig. 3. Example of test case of Circular Queue Program 
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5.2 Manhattan Distance Calculation  
 
The Manhattan distance calculation was obtained using its string distance Eq. (1) [13] on the 

following formula: 
 
∑ |𝑥𝑖	 − 	𝑦𝑖!
"	$	% |             (1) 

 
After each method on the test cases was replaced with its values, the researcher developed a 

string consisting of a series of numbers. These strings were used to calculate the Manhattan distance 
between the test cases to end up with the Manhattan distance matrix, which involves the distance 
values from any test case. In other words, the distance value between any test case and all other test 
cases has been calculated. 

Calculating the string distance between the test cases produced a 32*32 matrix for Manhattan 
Distance for the Circular Queue program since it has 32 test cases. Furthermore, the matrix allows 
the measurement of the distance between any of the program test cases, so it can be referred to this 
matrix in any case where test cases having the same value or weight to determine which test case 
should be executed first, in this case, the test case that has higher distance value from last ordered 
test case is selected. For example, based on Table 3, which is part of the Manhattan Distance Matrix 
of the Circular Queue program, if the test case is ordered as TC2, TC3, TC6, TC4, and TC1, TC5 has the 
same weight, one test case need to be selected to be executed after TC4, so in this case, the 
Manhattan Distance value should be checked for both test cases from TC4, using the distance matrix 
that has been produced, it can be found that Distance values are 3 and 37 for TC1, TC5 respectively 
which means that TC5 will be executed first and followed by TC1 which have lower distance value. 
The same technique has also been used for the Bank program, which has 40 test cases. Hence, the 
researcher produced a 40*40 matrix to calculate the Manhattan Distance value between the test 
cases.  
 

Table 3 
Manhattan Distance Matrix Sample 

No.  TC1 TC2 TC3 TC4 TC5 TC6 
TC1 0 55 20 3 40 17 
TC2 55 0 39 52 27 44 
TC3 20 39 0 17 22 5 
TC4 3 52 17 0 37 14 
TC5 40 27 22 37 0 23 
TC6 17 44 5 14 23 0 

 
5.3 Jaccard Distance Calculation  

 
The Jaccard distance calculation was obtained using its string distance Eq. (2) [11] on the 

following:  
 
Jaccard Distance  (𝜌& , 𝜌' , 𝜌& , 𝜌'	) = 1	 −	 |)!∩	)"|

|)!∪	)"|
= 	1 − |)!∩	)"|

|)!∪	)"|
	       (2) 

 
As shown in the Eq. (2), two main elements must be calculated: the intersection between test 

cases and the union. So, to find the intersection, there is a need to identify the number of similar 
elements between the test cases by comparing each element on one test case string and the 
corresponding element on the other. In this light, the value of 1 was given if both elements were 
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similar; otherwise, the value given is 0. After completing this comparison process, all the values from 
comparing the string elements are added to find the total number of intersections between the test 
cases. Moreover, in the case of having unequal string length, any different value of the longer string 
can be put to complete the comparison as it will end up having 0 as there is no intersection between 
those elements. The union can be obtained using two different ways, whether to use the count of 
the longest test case string between the two compared test cases or first to make all test cases have 
the same length as the longest test case between all test cases by filling the string with any value that 
will not affect the process of getting the intersection value. This experiment used the second method 
to ensure consistency, as the Jaccard distance value between all test cases was calculated. It was 
used for both programs to produce a similar matrix as the one produced for the Manhattan distance 
calculation. The Jaccard distance value was calculated using the equation after calculating the 
intersection and the union values between each and all test cases for Circular Queue and bank 
programs. 

After calculating the Jaccard distance for both programs, the researcher obtained a 32*32 
distance matrix for the Circular Queue program for the 32 test cases and a 40*40 matrix for the Bank 
program for the 40 test cases. These two matrixes keep all the distance values between the test 
cases, making checking the distance between any test cases easier and more efficient. In any case, it 
is found that test cases with the same value or weight could be used to determine which test case 
should be executed first based on the Jaccard distance value in the four similarity categories.  

If two or more test cases have the same value or weight, the more dissimilar test case should 
receive higher priority and be executed first. In other words, the test case with a distance value closer 
to zero from the last ordered test case must be executed first. Using the same example used on 
Manhattan distance calculations, if the test cases are ordered as TC2, TC3, TC6, TC4, and TC1, TC5 
have the same weight, in this case, when referring to the matrix Table 4, it can be found that TC5 will 
be executed first as its value is 0.93 that less and much closer to 0 than TC1 value which is 1. 
 

Table 4 
Jaccard Distance Matrix Sample 
No.  TC1 TC2 TC3 TC4 TC5 TC6 
TC1   1 1 1 1 1 
TC2 1   0.78 0.96 0.7 0.91 
TC3 1 0.78   0.88 0.67 0.5 
TC4 1 0.96 0.88   0.93 0.86 
TC5 1 0.7 0.67 0.93   0.6 
TC6 1 0.91 0.5 0.86 0.6   

 
5.4 Mutation Testing  

  
Mutation testing was designed to assure the quality of a software testing suite, as it should not 

leave many lines of code uncovered. Thus, test cases should identify and distinguish the inserted 
mutations from the original code. In this experiment, mutation testing was carried out using Jester 
as it automates the testing process more feasibly and efficiently than manual mutation testing, which 
is considered difficult because of its combination. There were several steps in this phase, from 
downloading the tool from its official website and choosing the mutation operators for generating 
the mutants inserted into the programs used to test execution. The selection of mutation operators 
is critical in mutation testing since ineffective mutants will fail to cause test cases to fail, defeating 
the goal of mutation testing. Therefore, in this research, the choice of operators was according to 
Table 2, which shows the operators and the operands of the mutation. The mutations selected for 
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the used programs depended on the nature of the program as they vary in structure. Moreover, these 
operators that provide extreme changes are very effective as they are more likely to generate faults 
and defects, which were found to be a perfect match for this research experiment.  
 
5.5 Calculating the APFD Value of Manhattan Distance  

 
Various measurement techniques were used to measure the effectiveness of the TCP methods of 

test case prioritization. Researchers have used different measuring methods to evaluate the 
effectiveness of the TCP. Of these methods, Average Percentage Fault Detected (APFD) was used and 
calculated using Eq. (3).  

 
𝐴𝑃𝐹𝐷 = 1 − ,-%	.	,-/	.	...,-#

!	1	2
 + %

/3
                               (3) 

 
Where:  
𝑇𝐹 = is the position of the first test in the test suite T that 𝑖 exposes fault i.  
𝑚= is the total no. of faults exposed in the system or module under T.  
𝑛= is the total no. of test cases in T. 
 
The Fault matrix generated by Manhattan Distance for both programs can be found in Appendix 

E and F. APFD was computed for the Circular Queue program as follows: 
 
n = 32, m = 20 
APFD = 1 − 	445	

4/	×	/7
 + %	

/×4/
 = 0.4890625 

 
Whereas the calculation of APFD for the Bank program is calculated as follows: 
 
n = 40, m = 28 
APFD = 1 − 58

97×/:
 + %

/×97
 = 0.944642857 

 
6. Calculating APFD value of Jaccard Distance  

 
Eq. (3) was used for both programs to calculate the APFD of the Jaccard Distance, starting from 

the Circular Queue program calculation as follows  
 
n = 32, m = 20 
APFD = 1 − 	4;/

4/×/7
 + 	%

/×4/
 = 0.459375 

 
For the Circular Queue program, the APFD prioritized fault matrix using Jaccard distance values 

was 0.45, which means the APFD of the prioritized fault matrix using Manhattan distance values was 
higher at 0.48. This difference in the APFD of both algorithms resulted from the different priority 
ranks of test cases. This also resulted from the different ways that each distance algorithm has been 
discussed earlier. Table 5 shows ten test cases with the highest priority value for both metrics to 
illustrate this point. Note that the distance value was only applied to the test cases that received the 
same weight; ‘/’ indicates that the distance value was not used on the test case.  
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Table 5 
Priority List for Circular Queue Program 
Rank Manhattan Distance priority list Jaccard Distance priority list 

Test case no. Manhattan Distance value Test case no. Jaccard Distance value 
1 TC 20 \ TC 20 \ 
2 TC 27 \ TC 27 \ 
3 TC 26 12 TC 23 0.16 
4 TC 23 9 TC 26 0.3 
5 TC 2 5 TC 12 0.5 
6 TC 12 4 TC 2 0.8 
7 TC 7 \ TC 7 \ 
8 TC 15 39 TC 15 0.8 
9 TC 21 39 TC 21 0.8 
10 TC 3 \ TC 3 \ 

 
It can be observed that apart from the test cases with “/” on the distance value, the distance 

values were only used in cases where the researcher obtained the same weight or complicity value 
and 8th and 9th rank with the same distance values for both algorithms. In the meantime,  all other 
ranks did not have the same test cases since their relative values were different.  

The APFD calculation of the Bank program was computed as follows:  
 
n = 40, m = 28 
APFD = 1 − 58

97×/:
 + %	

/×97
 = 0.944642857 

  
For the Bank program, the value of APFD using both distance algorithms’ fault matrix tables 

resulted in the same value of 0.94. The study obtained almost the same APFD value as all first ten 
test cases and the same priority rank, as shown in Table 6. On the other hand, for the other test case 
where the same Manhattan and Jaccard distance was applied during the prioritizing process, it could 
be observed that some test cases obtained different priority ranks. 

 
Table 6 
Priority List for Bank Program 
Rank Manhattan Distance priority list Jaccard Distance priority list 

Test case no. Manhattan Distance value Test case no. Jaccard Distance value 
1 TC 1 \ TC 1 \ 
2 TC 8 \ TC 8 \ 
3 TC 16 6 TC 16 0.16 
4 TC 17 6 TC 24 0.16 
5 TC 24 6 TC 17 0.8 
6 TC 25 \ TC 25 \ 
7 TC 21 \ TC 21 \ 
8 TC 40 \ TC 40 \ 
9 TC 39 14 TC 39 1 
10 TC 36 14 TC 36 1 

 
7. Conclusion  

 
This research conducted comparative experiments between two different string distance 

algorithms using two Java subject programs: Circular Queue and Bank. Higher APFD prioritizing test 
case value based on the Manhattan distance was obtained in the Circular Queue program, indicating 
that it is more effective. However, the experiment does suffer from limitations. The program samples 



Journal of Advanced Research in Applied Sciences and Engineering Technology 
Volume 50, Issue 1 (2025) 238-249 

248 
 

were comparatively small with a simpler structure, as they only consisted of one class. Moreover, the 
weight of the test cases was only computed using one of the six factors of the MFWA technique due 
to time limitations. Further work shall focus on applying their results from distance calculation in 
more complicated programs with different structures, implementing the Manhattan distance 
algorithm on Multi-Factor Weighted Approach (MFWA), and evaluating its performance. However, 
the result of this research shows that Manhattan Distance can obtain a higher APFD value than 
Jaccard Distance as proof that Manhattan Distance can detect faults earlier. 
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